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**Tugas 11 – Convex Hull**

1. Add getConvexHullArea method in the Geometry class that takes input of the convex hull of a set of points S, CH(S), and return the area of the area enclosed by the convex hull.
2. Add getConvexHullLength method in the Geometry class that takes input of the convex hull of a set of points S, CH(S), and return the perimeter of the convex hull.

**Source Code**

1. import java.util.Arrays;
2. public class ConvexHull {
3. public static void main(String[] args) {
4. Point[] points = new Point[7];
5. points[0] = new Point(3.6, 4.5);
6. points[1] = new Point(0, 4);
7. points[2] = new Point(1.75, 6.75);
8. points[3] = new Point(2.4, 3);
9. points[4] = new Point(5.6, 5.8);
10. points[5] = new Point(0.5, 1.5);
11. points[6] = new Point(4.75, 2.1);
12. Point[] hull = Geometry.convexHull(points);
13. System.out.println("Convex Hull");
14. for (int i = 0; i < hull.length; i++) {
15. if (hull[i] != null) {
16. System.out.println(hull[i]);
17. }
18. }
19. Geometry.getConvexHullArea(hull);
20. Geometry.getConvexHullLength(hull);
21. }
22. }
23. class Point implements Comparable<Point> {
24. double x, y;
25. public Point() {
26. x = 0.0;
27. y = 0.0;
28. }
29. public Point(double \_x, double \_y) {
30. x = \_x;
31. y = \_y;
32. }
33. public int compareTo(Point other) {
34. double EPS = 1e-9;
35. double tmp;
36. if (Math.abs(x - other.x) > EPS) {
37. tmp = x - other.x;
38. if (tmp > EPS) {
39. return 1;
40. } else {
41. return -1;
42. }
43. } else if (Math.abs(y - other.y) > EPS) {
44. tmp = y - other.y;
45. if (tmp > EPS) {
46. return 1;
47. } else {
48. return -1;
49. }
50. } else {
51. return 0;
52. }
53. }
54. public String toString() {
55. return "(" + x + ", " + y + ")";
56. }
57. }
58. class Geometry {
59. public static double cross(Point O, Point A, Point B) {
60. return (A.x - O.x) \* (B.y - O.y) - (A.y - O.y) \* (B.x - O.x);
61. }
62. *// return true if pqr turns left (counter-clockwise)*
63. public static boolean ccw(Point p, Point q, Point r) {
64. return cross(p, q, r) > 0;
65. }
66. public static Point[] convexHull(Point[] P) {
67. if (P.length > 2) {
68. int n = P.length, upperLength = 0, lowerLength = 0;
69. Point[] lowerHull = new Point[n];
70. Point[] upperHull = new Point[n];
71. Arrays.sort(P);
72. *// build lower hull first*
73. lowerHull[0] = P[0];
74. lowerHull[1] = P[1];
75. lowerLength = 2;
76. for (int i = 2; i < n; i++) {
77. while (lowerLength >= 2 && !ccw(lowerHull[lowerLength - 2], lowerHull[lowerLength - 1], P[i])) {
78. lowerLength--;
79. }
80. lowerHull[lowerLength] = P[i];
81. lowerLength++;
82. }
83. *// build upper hull*
84. upperHull[0] = P[n - 1];
85. upperHull[1] = P[n - 2];
86. upperLength = 2;
87. for (int i = n - 3; i >= 0; i--) {
88. while (upperLength >= 2 && !ccw(upperHull[upperLength - 2], upperHull[upperLength - 1], P[i])) {
89. upperLength--;
90. }
91. upperHull[upperLength] = P[i];
92. upperLength++;
93. }
94. *// combine lower hull and upper hull*
95. Point[] result = new Point[2 \* n];
96. int t = 0;
97. for (int i = 0; i < lowerLength - 1; i++) {
98. result[t] = lowerHull[i];
99. t++;
100. }
101. for (int i = 0; i < upperLength - 1; i++) {
102. result[t] = upperHull[i];
103. t++;
104. }
105. result = Arrays.copyOfRange(result, 0, t);
106. return result;
107. } else if (P.length <= 2) {
108. return P.clone();
109. } else {
110. return null;
111. }
112. }
113. *// 1*
114. public static void getConvexHullArea(Point[] P) {
115. double result = 0;
116. *// deklarasi point koordinat pusat (0, 0)*
117. Point O = new Point();
118. *// menghitung luas dengan menjumlahkan cross product titik-titik yang terhubung*
119. *// (metode segitiga)*
120. for (int i = 0; i < P.length - 1; i++) {
121. result += cross(O, P[i], P[i + 1]);
122. }
123. *// untuk sisi yang menghubungkan convex point pertama dan terakhir*
124. result += cross(O, P[P.length - 1], P[0]);
125. *// hasil akhir dibagi dua agar sesuai dengan*
126. *// rumus metode luas segitiga (|a x b|) / 2*
127. System.out.println("Convex Hull Area   = " + result / 2);
128. }
129. *// 2*
130. public static void getConvexHullLength(Point[] P) {
131. double result = 0;
132. *// menghitung keliling dengan menambahkan setiap sisi convex hull*
133. for (int i = 0; i < P.length - 1; i++) {
134. result += Math.sqrt(Math.pow(P[i].x - P[i + 1].x, 2) + Math.pow(P[i].y - P[i + 1].y, 2));
135. }
136. *// untuk sisi yang menghubungkan convex point pertama dan terakhir*
137. result += Math.sqrt(Math.pow(P[0].x - P[P.length - 1].x, 2) + Math.pow(P[0].y - P[P.length - 1].y, 2));
138. System.out.println("Convex Hull Length = " + result);
139. }
140. }

Output Terminal

![](data:image/png;base64,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)